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Abstract—Recently, adopting open source software into software development has become a growing trend in the IT software industry. Unlike the general commercial software, open source software leverages the capability of the communities to improve the quality, but also reduce the cost of software development. This paper aims at analyzing the influence factors of applying open source software in software reuse. We begin by proposing our framework for enhancing the open source software usage and then set out to determine the influence factors of software reuse. A reuse system based on our proposed framework is implemented. For the assessment, a questionnaire survey and analysis of 20 software projects are carried out to evaluate our approach. There are 50 experienced corresponding project managers and developers participating in our experiments. The assessment shows that reuse factors of project managers and developers influence the OSS reuse.
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I. INTRODUCTION

Open source software (OSS)[25][38] is computer software with its source code made available and licensed, whereby the copyright holder provides the rights to study, change and distribute the software to anyone and for any purpose. In 1984, Richard Stallman proposed the GNU project[13], which was the first realization of open source software. With the support of multinational companies and governments, such as Google, Amazon, Oracle, Skype, LinkedIn, Facebook, NETFLIX, Open Source Software is becoming the mainstream of software development and maintenance to effectively cut costs, reduce development time, and increase software quality. According to the report of BlackDuck[3], the usage of open source software project increases from 250 thousand in 2010 to 850 thousand in 2012, and is over million in 2013. OSS reuse is a serious issue in enterprise software developing that should not be overlooked. A 2011 Gartner report [27] indicates that 50% companies will face the issues arising from OSS usage, which include OSS authority, licensing, appropriate source code to meet enterprise requirements, OSS quality, version control, and OSS management. IDC reports[15] in 2013 also presents the trend of OSS, and it observes that the creativity and innovation of open source software can be applied in mobile devices, cloud computing, and Big Data. All these point out that adopting open source software is indeed a growing trend in the IT software industry.

Software reuse has always been a major approach to increase productivity in software engineering, as it can provide several economic benefits, such as reducing software development time and operating costs, improving time-to-market and quality of software product, efficient utilization of development knowledge and corporate expertise[16][17][20]. Recently, to invigorate the technology community, adopting open source software is one of the recommended approaches for software reuse. Unlike the general commercial software, open source software leverages the capability of communities to improve the quality, and reduce the cost of software development. As more and more pieces of source codes are readily available[1] on the Internet, developers can easily access these resources and incorporate them as part of the software in development. Therefore how to properly adopt and reuse OSS becomes the challenge of software development[37]. One of the objectives of this paper is to identify the key influence factors in establishing an open source software reuse framework. Software reuse in OSS is not merely a technical issue, as there are many non-technical influence factors which need to be considered.

In this paper, we set out to determine the critical influence factors of software reuse in OSS so as to make reuse feasible. These influence factors will then be analyzed, and the associated difficulties of software reuse of open source software will be discussed. Based on earlier findings in the related works, we propose our OSS reuse framework and build accordingly our OSS reuse system to improve the software reuse processes. There are four main components in our framework, namely, software search, knowledge sharing, management, and human resource. A prototype system is constructed based on proposed framework. First, we define the expert forum to enhance the social discussion between developers. Then, the source code search engine mechanism is constructed. Finally, we examine source code of 20 projects and identify which open source licenses are used in these projects. In the assessment, via software projects examined and questionnaires, we determine the critical influence factors in corporate software reuse. Two experiments have been conducted to evaluate the performance of our approach. In experiment 1, we choose 20 projects and examine the source code of these projects. We identify the license agreements and open source software these projects used. The OSS usage statistics of the projects is collected to evaluate our projects. In experiment 2, based on the definitions of software reuse theory, we design our questionnaire according to BTOPP model. 50 experienced participants were involved in the experiment. The assessment shows that consideration of influence factors of project managers and developers can influence our proposed system.

The remainder of this paper is organized as follows: section 2 discusses related work. In section 3, a framework of OSS reuse is introduced to describe our proposed approach. Then we present our implementation of OSS reuse. In section 4, the assessment results of the questionnaire are explained. And we give our conclusion in Section 5.
II. LITERATURE REVIEWS

A. Open Source Software

The Open Source Initiative (OSI) [26], formed by Eric S. Raymond and Bruce Perens in February 1998, is an organization dedicated to the development and implementation of open source software. The Open Source Initiative defined the open source software as, "software that can be freely used, changed, and shared by anyone". Open Source Initiative (OSI) continued to present the "open source" cases to commercial businesses as they strived to bring major software businesses and other high-tech industries into open source community.

There are quite a few researches on the topic of open source software. In [22][34][31], the authors describe the key characteristics of OSS projects. OSS projects usually engage large numbers of volunteers. They can generally self-organize their work, and self-assignment is the most common mechanism for task management [4]. The requirement and development of OSS systems are usually quite informal [22][33], and the quality of OSS is attributed by the review process done by a large number of contributors as well as the expertise and passion of the developers on the work they choose to do [18]. In addition, the OSS license [26] defines usage of source code. This allows the end users to review and modify the source code for their own customization, curiosity or troubleshooting needs. GPL [12] (GNU General Public License) is the most prominent and popular OSS license. In license principle, open-source may have some restrictions, particularly regarding the expression of respect to the origin of software, such as a requirement to preserve the name of the authors and a copyright statement within the code, or a requirement to redistribute the licensed software only under the same license. Due to the associated potential risks, such requirements might sometimes prevent the enterprises from using open source software. And it is clear that the management of OSS license is essential in OSS reuse.

B. Software reuse model

In software engineering, software reuse [11][24][35] is considered a major factor for increasing productivity and quality. Software reuse may provide some economic benefits by reducing software development and operating costs, and by efficient utilization of development knowledge and corporate expertise [17]. In addition, software reuse can improve time-to-market, costs and quality of software products by ingrafting reuse into the entire software development process. And the methodologies and approaches of software are widely applied in enterprise. A large quantity of literature is dedicated to software reuse [6][7][17][21]. Reuse factors are factors that describe relevant aspects of software reuse, which can be related to both a technical and organizational issue. As shown in Fig.1, Morton et al. proposed the reuse model, BTOPP, by organizing several reuse factors, Business, Technology, Organizations, Process and People.

- Business factors: The business factors are the indicator for the level of commonalities among software, such as "domain focus". Domain focus can influence the choice strategy of reuse component.
- Organization factors: Organization factors emphasize the elements that are identified at an organizational level, such as top management level supporting, organizational structure and reuse roles, and communication channels and organizational support.
- Process factors: The process factors can be directly related to a systematic reuse process, such as reuse planning, reuse supplier management, and quality management. In practice, additional mechanisms are usually used to enhance software reuse.
- People factors: There are many stakeholders in software development life cycle. The people factors should be considered in software reuse, such as developer skills and experience. In fact, the capability maturity of the developers is critical in software reuse.
- Technology factors: Technology factors focus on supporting tools for developers in software reuse, such as repository support, CASE tool support, and communication tools support. How to efficiently search and retrieve the appropriate solution is crucial in software reuse.

There are many influence factors should be considered in OSS reuse. In [40], Georg von Krogh et al. analyze forms of knowledge reuse and the factors impacting on the open source projects. There are three forms of reuse open source code: 1) algorithms and methods; algorithms and methods are mathematical formula or a set of steps for solving a particular problem; 2) single lines of code; importing specific lines of code is a systematic and direct form of knowledge reuse in open source software projects; 3) components; the reuse of software component is usually provided by application programming interface (API), so that the component may exist autonomously from other components in a computer. The forms of code can influence the degree of willingness of the developers to reuse software.

In [40], the authors describe the efforts or cost to reuse open source code. To calculate the cost, three main stages in open source reuse processes have to be taken into consideration, namely, search stage, integration stage, and maintenance stage.

- Search stage: the objective in the search stage was to identify OSS software and components that would
improve the functionality and the performance of the software\cite{8}\cite{19}. And the cost incurred by search must be compensated through the more effective innovation \cite{39}\cite{40}. Developers search for appropriate software via developer communities, search engines\cite{23}, software repositories, and scientific databases. There are many OSS software search services provided on the Internet, such as Google Code Search\cite{14}, freecode (freshmeat)\cite{9}, and SourceForge\cite{32}.

- Integration stage\cite{2} aims selecting and developing the dependencies among the reused components and systems. Different efforts of integration reflect in the choice of knowledge to be reused. The integration cost should be estimated after the search cost has been incurred and before the actual integration effort.

- Maintenance stage\cite{40} follows integration in time and it also affects the choice of software reuse. In the enterprises, when developers reused the code in their system, they must frequently or continuously update bug fixes, improvements and new releases from the outside developers. The size of the community and the activity level informs the developer about the probability of future maintenance of the software they produce. Before a piece of software is reused, developer should sufficiently understand the software so as to decide on its integration and further improvements.

### III. IMPLEMENTATION OF OSS REUSE FRAMEWORK

In this paper, to enhance the software reuse in open source software, we propose the framework of OSS reuse methodology. The research architecture is shown in Fig.2. We first survey the literature for analyzing influence factors of OSS reuse. Then, we propose our framework according to reuse model in section 3.1. Our framework contains four parts: software search, human resource, management, and knowledge sharing. We then construct our OSS reuse system according to framework by collecting COTS, open source software, enterprise principle, and prototype system in section 3.2. Finally, the experiments are conducted to evaluate our propose system.

#### Fig. 2. Research Architecture of OSS reuse

A. OSS reuse framework

In this paper, we propose OSS reuse framework by referring to the BTOPP model and related work. We incorporate the influence factors into OSS reuse framework by analyzing the related work and considering requirements in practice. As shown in Fig.2, there are four main parts in our proposed framework: software search, human resource, management, and knowledge sharing.

![Framework of OSS reuse](image)

1) Software Search: Finding appropriate software is clearly quite important in software reuse. Basically there are two types of sources for software search mechanisms: external and internal. The external source covers assorted resources for finding appropriate software for specific purpose available on the Internet, such as search engines, web sites, mailing list, forum, academic journal, and expert committee. In fact, there are many famous search engines readily accessible to the developers, such as ohloh.net\cite{28}, google code search\cite{14}, freecode(freshmeat)\cite{9}, SourceForge\cite{32}. With the internal source, we are referring to various facilities for enhancing software reuse with an enterprise, such as software database, e-learning system, software repository and library, and so on.

2) Human Resource: Human resource is an integral part for software development, as well as for software reuse. Training course and human resource management facilities are crucial for the success of software reuse. In addition to technical issues in OSS, there are also many non-technical issues in human resource which should be considered, such as training, coordination, collaboration, outsourcing, communities, working group, and so on.

3) Management: Management measurement contains many issues, such as license obligations, software auditing, vulnerabilities management, software repository, and management policies. Software auditing tools can help the developers better understand the code, such as BlackDuck Protex\cite{3}, FOSSology\cite{10}, Palamida\cite{30}, and OpenLogic\cite{29}. With auditing tools, we can analyze the software for license obligations of open source software and identify well-known vulnerabilities and risks of software.

4) Knowledge Sharing: In the open source software development, there are usually a lot of participants working collaboratively. It is therefore important to provide a well-designed knowledge sharing mechanism. Common knowledge sharing channels include knowledge base\cite{5}, mailing list, forum, academic journal, and expert committee. In an
enterprise, a software repository is one of the most useful mechanisms to the developers for sharing their achievements.

B. System implementation for OSS reuse

In section 3.2, we construct our OSS reuse system based on the above framework by collecting commercial tools, open source software, enterprise principles, and prototype systems. And our system contains three main parts, OSS software search, OSS knowledge sharing, and auditing tool.

1) OSS software search: We adopt the Black Duck Customer Hub[3] as our resource search and OSS repository. The Customer Hub allows users to quickly and easily select OSS software and get OSS software information. Developers can quickly and easily get the answers that they are looking for. The information of Hub contains OSS component information, license obligations, vulnerabilities, community activities, update news, and software health. In our OSS repository, we propose 300 projects and components for developers and help developers get latest software easily.

Fig. 4. OSS search engine and repository; BlackDuck Customer Hub[3]

2) OSS knowledge sharing: In addition, we propose a knowledge sharing mechanism, such as knowledge bases, expert forum, OSS classifications. As shown in Fig. 5, we categorize the OSS software into 5 classes and 14 sub-classes. The 5 classes are application-layer, platform-layer, infrastructure-layer, framework, and IDE. And 14 sub-classes are contained in each class. For example, the platform-layer contains database, application, web-based, middle-ware, and so on. And we also categorize the OSS projects and components into various classes. We create forums for each class and provide the developers a space for discussion, as shown in Fig. 6.

Fig. 5. Software architecture of OSS components

3) Auditing tools: To manage OSS source code, we adopt the auditing tool, BlackDuck Protex[3], to scan our applications and check whether they contain any OSS source code. While the developers use open source software for free, it comes with license obligations that must be met. Auditing tool can help us to automatically check open source compliance of projects and reduce business risk of violating license agreement by analyzing software contents. In our system, we apply commercial software to analyze our own project. In addition, we can identify the vulnerabilities and potential risks of the software. In experiment 1, there are totally 20 projects scanned by the auditing tool.

IV. EXPERIMENT AND RESULT

A. Experiment Design

In this section, we design two experiments to evaluate the effectiveness of our proposed framework and implemented system. In experiment 1, we examine 20 software projects by BlackDuck OSS auditing tool, Protex. We try to determine the OSS reuse percentage of software projects in the period of 2013/01~2013/12. We can examine the participating projects which contain OSS software. In the experiment 2, we design the questionnaire and ask 50 experienced developers and project managers who are familiar with our implemented systems to take part in our experiment. The questionnaire is designed according to BTOPP model. There are 29 questions in five categories; Business, Technical, Organization, Process, and People. These participants (35 experienced developers and 15 project managers) are asked to decide which factors they think would influence software reuse. Ten-point Likert scale is used to evaluate the degree of satisfaction, ranging from strongly disagree (1) to strongly agree (10). The results from the questionnaire are shown below.

B. Result analysis

In experiment 1, there are 20 examined projects in six categories; communication, security, Quad-play, cloud computing, multimedia, multi-media, and intelligent community. As shown in Table 1, in our examined projects, there are 11 projects using over 40% OSS software in category C1, C2, and C3, which is the evidence that OSS is indeed widely used in software development. In addition, we analyze the top 30 OSS components of 20 projects. As shown in Table
In experiment 2, the scores of critical factors are shown in Table 3. The critical factors of highest average scores of are technical factors, 7.0 and 6.67 correspondingly. It indicates that the technical factor is considered as first priority by both project leaders and developers. At same time, the technical factors containing reliability, availability, release frequencies, and maintenance, are considered important factors by the participants. And the OSS search engine and OSS repository that we build can help developers to efficiently find appropriate components. In addition, the organization factors (average scores are 5.59 and 5.37) and business factors (average scores are 5.3 and 5.7) are ranked 2nd and 3rd factors to be considered in experiment 2, while people factors (average scores are 4.33 and 5.19) is ranked 4th in OSS reuse. In conclusion, to enhance OSS reuse, we need to include multiple factors, containing both technical and non-technical ones, to achieve OSS reuse benefits. Furthermore, the viewpoints of developers and project managers about critical factors are quite consistent.

TABLE III. RESULT ANALYSIS OF OSS QUESTIONNAIRE

<table>
<thead>
<tr>
<th>No.</th>
<th>Question</th>
<th>PMs</th>
<th>Developers</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>The weight of OSS usage</td>
<td>5.1</td>
<td>4.9</td>
</tr>
<tr>
<td>2</td>
<td>Business factor</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

V. CONCLUSION

Open source software is widely used in developing enterprise software, in which software reuse plays an important role. However, many influence factors should be
considered to ensure its success. In this paper, we proposed our framework to enhanced OSS reuse by surveying related reuse model. And we implement a reuse system according to this framework. In the experiment, we design the questionnaire and ask experienced developers and managers to participate. The evaluation result shows that reuse factors can influence our OSS reuse.

Open source software development has become a major trend of industry information systems development. However special attention to certain issues is required to maximize the benefits of software reuse while reducing the associated risk. In the future we will further focus on specific topic in the OSS software reuse, such as security related issue, vulnerabilities, and license obligations.
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